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[On the checkers module](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-the-checkers-module)

[On the leaderboard module](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-the-leaderboard-module)

[On app.go](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-app-go)

[Unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#unit-tests)

[Candidate unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-unit-tests)

[Leaderboard helper unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-helper-unit-tests)

[Candidate lifecycle unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-lifecycle-unit-tests)

[Leaderboard handling unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-handling-unit-tests)

[Hook unit tests on leaderboard](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-unit-tests-on-leaderboard)

[Hook unit tests on checkers](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-unit-tests-on-checkers)

[Integration tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#integration-tests)

[Interact via the CLI](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#interact-via-the-cli)

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#add-a-leaderboard-module) **Add a Leaderboard Module**
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Make sure you have all you need before proceeding:

* You understand the concepts of [Protobuf](https://ida.interchain.io/academy/2-cosmos-concepts/6-protobuf.html), [modules](https://ida.interchain.io/academy/2-cosmos-concepts/5-modules.html), and [migrations](https://ida.interchain.io/academy/2-cosmos-concepts/16-migrations.html).
* Go is installed.
* You have the checkers blockchain codebase up to the *Tally Player Info After Production*. If not, follow the [previous steps](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/2-migration-info.html) or check out the [relevant version (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/tree/player-info-migration).
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In this section, you will:

* Add a new module.
* Add a leaderboard storage type.
* Add hooks for loose coupling of modules.
* Use the transient store.

In the previous section you added a player info structure that tallies wins and losses per player. On its own, this information could be collected outside of the blockchain via a [dedicated server](https://ida.interchain.io/hands-on-exercise/3-cosmjs-adv/5-server-side.html).

It was in fact done on-chain so as to make this new step more relevant. If you want an on-chain leaderboard that is provably correct, then you need its information to come from the chain too. As a result of this choice, you have the necessary information on-chain in the form of PlayerInfo. You now need to organize it into a leaderboard.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#high-level-considerations) High level considerations

Your blockchain is now at *v1.1*. In this section, you will introduce *v2* of your blockchain with leaderboard support. A good leaderboard fulfills these conditions:

* Any player who has **ever** played should have a tally of games won, lost, and forfeited. You already have that.
* The leaderboard should list the players with the most wins up to a pre-determined number of players. For example, the leaderboard might only include the top 100 scores.
* To avoid squatting and increase engagement, when scores are equal in value the most recent score takes precedence over an *older* one: the player with the **more recent score** is listed higher on the leaderboard.
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When you introduce the leaderboard in production, you also have to consider migration. This concern is covered in the [next section](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/4-migration-leaderboard.html).

The leaderboard is not strictly the concern of the game of checkers. It is a side concern. The concept of a leaderboard is also very generic, you could easily imagine it being used for other types of game. Therefore, it makes sense to introduce it as a **separate module** next to the checkers module.

The checkers and leaderboard modules will exchange information. More specifically, the leaderboard needs to know when a player's total wins change, as this may warrant entering the leaderboard. If you have the checkers module call the leaderboard module (just as it calls the bank when handling wagers), the checkers module needs to know the details of the leaderboard module. It is best to avoid such tight coupling.

Fortunately, you can reuse a ***hooks* pattern** already used in the Cosmos SDK. With this future addition, the leaderboard module adds a listener to the hook interface of the checkers module. With this the checkers module informs any listeners, whether there are none, one, or many.

The leaderboard module will work by listening to results from the checkers module. It will not have messages of it own.

Thinking about early performance optimization, you have to decide what operations the module does when it receives one candidate from the checkers module. The first idea is to:

1. Read the leaderboard from storage, which includes all 100 members.
2. Conditionally add the candidate to the leaderboard.
3. If added, sort and clip the list.
4. Put the leaderboard back in storage.

These are a lot of expensive operations for a single candidate.

Fortunately, there is a better way. The leaderboard needs to be computed and saved when the block is prepared, but it does not need to be up to date after each (checkers) transaction. You can imagine keeping the leaderboard (or something approximating it) in memory for the whole length of the block.

In the section about [expiring games](https://ida.interchain.io/hands-on-exercise/2-ignite-cli-adv/4-game-forfeit.html), you learned about EndBlock. There is also a BeginBlock callback. It is conceivable to prepare the leaderboard in BeginBlock and **keep it in the context or a memory or transient storage**. Then it would be recalled with each candidate, and finally (in EndBlock, and only there) it would be sorted and clipped before being saved in storage proper.

Better still, though, you do not need to *prepare* the leaderboard in BeginBlock. You can just keep candidates in the transient storage as they come. Then only in EndBlock is the leaderboard loaded, updated, and saved.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#what-you-will-do) What you will do

Several things need to be addressed to build your v2 blockchain:

1. Add the leaderboard module.
2. Define your new data types.
3. Add helper functions to encapsulate clearly defined actions, like leaderboard sorting.
4. Prepare keys to store candidates in a transient store.
5. Adjust the existing code to make use of and update the new data types.
6. Add the hooks pattern elements.
7. Handle the leaderboard properly.
8. Configure the app for it.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#new-v2-module) New v2 module

As discussed, you will introduce a new leaderboard module. This is conveniently done with Ignite CLI.

Ignite also offers the possibilty to add new Params to the module. These are module-wide parameters:

1. Whose original value is defined in the genesis
2. That can be modified via governance proposal

It could be interesting to have the length of the leaderboard be defined like that.

**Local**

**Docker**
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Copy

$ ignite scaffold module leaderboard \

--params length:uint

Copy

$ docker run --rm -it \

-v $(pwd):/checkers \

-w /checkers \

checkers\_i \

ignite scaffold module leaderboard \

--params length:uint

With that, Ignite has created a new [x/leaderboard (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-module/x/leaderboard) folder next to x/checkers. It has also put a length field inside Params:
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Copy

message Params {

...

uint64 length = 1 [(gogoproto.moretags) = "yaml:\"length\""];

}

proto /

leaderboard /

params.proto

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-module/proto/leaderboard/params.proto" \l "L12" \t "_blank)

The genesis defines a [starting value (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-module/x/leaderboard/types/genesis.go#L14) of 0 for this length. You ought to change it now to something adequate:
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Copy

var (

KeyLength = []byte("Length")

- // TODO: Determine the default value

- DefaultLength uint64 = 0

+ )

+

+ const (

+ DefaultLength uint64 = 100

)

x /

leaderboard /

types /

params.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/params.go" \l "L14" \t "_blank)

You also make it const as this is the case and becomes helpful later on.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#new-v2-information) New v2 information

It is time to take a closer look at the new data structures being introduced with the new module.
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If you feel unsure about creating new data structures with Ignite CLI, look at the [previous sections](https://ida.interchain.io/hands-on-exercise/1-ignite-cli/4-create-message.html) of the exercise again.

To give the new v2 information a data structure, you need the following:

1. Add a structure for **the leaderboard**: you want a single stored leaderboard for the whole module. Let Ignite CLI help you implement a structure:

**Local**

**Docker**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAABRJREFUOI1jYBgFo2AUjIJRgB0AAAUiAAFWYkoIAAAAAElFTkSuQmCC)

Copy

$ ignite scaffold single leaderboard winners \

--module leaderboard --no-message

Copy

$ docker run --rm -it \

-v $(pwd):/checkers \

-w /checkers \

checkers\_i \

ignite scaffold single leaderboard winners \

--module leaderboard --no-message

1. This creates a Protobuf file with string winners. This is not very useful. So you declare by hand another Protobuf message in leaderboard.proto for use as a leaderboard rung:
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Copy

message Leaderboard {

string winners = 1;

}

+ message Winner {

+ string address = 1;

+ uint64 wonCount = 2;

+ uint64 addedAt = 3;

+ }

proto /

leaderboard /

leaderboard.proto

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-object/proto/leaderboard/leaderboard.proto" \l "L11-L15" \t "_blank)
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Take note of the key features:

* + address indicates the player. This will be the same address as the one that comes in PlayerInfo.index.
  + wonCount determines the ranking on the leaderboard - the higher the count, the closer to the 0 index in the array. This should exactly match the value found in the corresponding player stats. This duplication of data is a lesser evil, because if wonCount was missing you would have to access the player stats to sort the leaderboard.
  + addedAt is a timestamp that indicates when the player's wonCount was last updated and determines the ranking when there is a tie in wonCount - the more recent, the closer to the 0 index in the array.

1. You make the Leaderboard message use message Winner as an array. Add that each element in the map is not nullable. This will compile each WinningPlayer to a Go object instead of a pointer:
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Copy

+ import "gogoproto/gogo.proto";

message Leaderboard {

- string winners = 1;

+ repeated WinningPlayer winners = 1 [(gogoproto.nullable) = false];

}

proto /

leaderboard /

leaderboard.proto

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/proto/leaderboard/leaderboard.proto" \l "L5-L8" \t "_blank)

1. The v2 genesis was also updated with the leaderboard. Tell it that the leaderboard should always be there (even if empty):
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Copy

message GenesisState {

...

- Leaderboard leaderboard = 2;

+ Leaderboard leaderboard = 2 [(gogoproto.nullable) = false];

}

proto /

leaderboard /

genesis.proto

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/proto/leaderboard/genesis.proto" \l "L14" \t "_blank)

At this point, you should run ignite generate proto-go so that the corresponding Go objects are re-created.

1. Remember to make sure the initial value stored for the leaderboard is not nil but instead is an empty list. In genesis.go adjust:
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Copy

func DefaultGenesis() \*GenesisState {

return &GenesisState{

- Leaderboard: nil,

+ Leaderboard: Leaderboard{

+ Winners: []Winner{},

+ },

...

}

}

x /

leaderboard /

types /

genesis.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/genesis.go" \l "L13-L15" \t "_blank)

This function returns a default genesis. This step is important if you start fresh. In your case, you do not begin with an "empty" genesis but with one resulting from the upcoming genesis migration in this exercise.

In particular, add a test on the initial genesis:
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Copy

func TestDefaultGenesisState\_ExpectedInitial(t \*testing.T) {

require.EqualValues(t,

&types.GenesisState{

Leaderboard: types.Leaderboard{

Winners: []types.Winner{},

},

Params: types.Params{

Length: 100,

},

},

types.DefaultGenesis())

}

x /

leaderboard /

types /

genesis\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/genesis_test.go" \l "L61-L72" \t "_blank)

Fix the compilation error in the same file:
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Copy

- Leaderboard: &types.Leaderboard{

- Winners: "49",

+ Leaderboard: types.Leaderboard{

+ Winners: []types.Winner{},

},

x /

leaderboard /

types /

genesis\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/genesis_test.go" \l "L25-L27" \t "_blank)

And add a test case that catches a duplicated winner address:
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Copy

{

desc: "duplicated winnerPlayer",

genState: &types.GenesisState{

Leaderboard: types.Leaderboard{

Winners: []types.Winner{

{

Address: "cosmos123",

},

{

Address: "cosmos123",

},

},

},

},

valid: false,

},

x /

leaderboard /

types /

genesis\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/genesis_test.go" \l "L32-L47" \t "_blank)

1. Also adjust other compilation errors:

On genesis.go:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAABRJREFUOI1jYBgFo2AUjIJRgB0AAAUiAAFWYkoIAAAAAElFTkSuQmCC)

Copy

- // Set if defined

- if genState.Leaderboard != nil {

- k.SetLeaderboard(ctx, \*genState.Leaderboard)

- }

+ k.SetLeaderboard(ctx, genState.Leaderboard)

x /

leaderboard /

genesis.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/genesis.go" \l "L12" \t "_blank)

And:
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Copy

if found {

- genesis.Leaderboard = &leaderboard

+ genesis.Leaderboard = leaderboard

}

x /

leaderboard /

genesis.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/genesis.go" \l "L25" \t "_blank)

On genesis\_test.go:
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Copy

...

- Leaderboard: &types.Leaderboard{

- Winners: "94",

+ Leaderboard: types.Leaderboard{

+ Winners: []types.Winner{

+ {

+ Address: "cosmos123",

+ },

+ {

+ Address: "cosmos456",

+ },

+ },

},

...

x /

leaderboard /

genesis\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/genesis_test.go" \l "L36-L45" \t "_blank)

On client/cli/query\_leaderboard\_test.go:
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Copy

- leaderboard := &types.Leaderboard{}

+ leaderboard := types.Leaderboard{}

nullify.Fill(&leaderboard)

state.Leaderboard = leaderboard

buf, err := cfg.Codec.MarshalJSON(&state)

require.NoError(t, err)

cfg.GenesisState[types.ModuleName] = buf

- return network.New(t, cfg), \*state.Leaderboard

+ return network.New(t, cfg), state.Leaderboard

x /

leaderboard /

... /

cli /

query\_leaderboard\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/client/cli/query_leaderboard_test.go" \l "L24-L30" \t "_blank)

1. Now that the leaderboard will always be in the store, you may as well change the GetLeaderboard function so that it panics instead of returning an error when it cannot find it:
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Copy

- func (k Keeper) GetLeaderboard(ctx sdk.Context) (val types.Leaderboard, found bool) {

+ func (k Keeper) GetLeaderboard(ctx sdk.Context) (val types.Leaderboard) {

...

if b == nil {

- return val, false

+ panic("Leaderboard not found")

}

k.cdc.MustUnmarshal(b, &val)

- return val, true

+ return val

}

x /

leaderboard /

keeper /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/keeper/leaderboard.go" \l "L17-L27" \t "_blank)

This requires further easy fixing of new compilation errors. A more complex fix is the one that checks what happens when the leaderboard is removed:
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Copy

func TestLeaderboardRemove(t \*testing.T) {

keeper, ctx := keepertest.LeaderboardKeeper(t)

createTestLeaderboard(keeper, ctx)

keeper.RemoveLeaderboard(ctx)

- \_, found := keeper.GetLeaderboard(ctx)

- require.False(t, found)

+ defer func() {

+ r := recover()

+ require.NotNil(t, r, "The code did not panic")

+ require.Equal(t, r, "Leaderboard not found")

+ }()

+ keeper.GetLeaderboard(ctx)

}

x /

leaderboard /

keeper /

leaderboard\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/keeper/leaderboard_test.go" \l "L31-L41" \t "_blank)

1. The test case you added will fail unless you update the Validate() method of the genesis to not allow duplicate player addresses. This is inspired by types/genesis.go, and is best kept in a separate and new types/leaderboard.go:
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Copy

func (leaderboard Leaderboard) Validate() error {

// Check for duplicated player address in winners

winnerInfoIndexMap := make(map[string]struct{})

for index, elem := range leaderboard.Winners {

if \_, ok := winnerInfoIndexMap[elem.Address]; ok {

return fmt.Errorf("duplicated address %s at index %d", elem.Address, index)

}

winnerInfoIndexMap[elem.Address] = struct{}{}

}

return nil

}

x /

leaderboard /

types /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/leaderboard.go" \t "_blank)

After this, you can adjust the types/genesis.go file:
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Copy

func (gs GenesisState) Validate() error {

+ // Validate Leaderboard

+ if err := gs.Leaderboard.Validate(); err != nil {

+ return err

+ }

// this line is used by starport scaffolding # genesis/types/validate

...

}

x /

checkers /

types /

genesis.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/checkers/types/genesis.go" \l "L24-L27" \t "_blank)

You can confirm that the existing unit tests pass.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#transient-object) Transient object

You will use objects when storing candidates in a transient KVStore between BeginBlock and EndBlock. You want them to be small.

In leaderboard.proto, add:
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Copy

message Winner {

...

}

+ message Candidate {

+ bytes address = 1;

+ uint64 wonCount = 2;

+ }

proto /

leaderboard /

leaderboard.proto

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-object/proto/leaderboard/leaderboard.proto" \l "L17-L20" \t "_blank)

Where bytes address is the player's undecoded address.

Remember that sdk.AccAddress's underlying type is byte[].

After another round of Go compilation, you can add a helper function to get a Candidate's address as a Bech32 string:
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Copy

func (candidate Candidate) GetAccAddress() string {

return sdk.AccAddress(candidate.Address).String()

}

x /

leaderboard /

types /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/leaderboard.go" \t "_blank)

Where sdk.AccAddress(candidate.Address) is casting the byte[] into sdk.AccAddress.

Also add a function to convert it into a leaderboard rung at a given time:
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Copy

func (candidate Candidate) GetWinnerAtTime(now time.Time) Winner {

return Winner{

Address: candidate.GetAccAddress(),

WonCount: candidate.WonCount,

AddedAt: uint64(now.Unix()),

}

}

x /

leaderboard /

types /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/leaderboard.go" \t "_blank)

With the structure set up, it is time to add the code using these new elements in normal (non-migration) operations.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-helpers) Leaderboard helpers

Continue working on your v2 before tackling the migration. In both the migration and regular operations, the leaderboard helpers have to:

1. Add a number of new candidates to your array of winners.
2. Sort the array according to the rules.
3. Clip the array to the chosen length and save the result.

You can reuse your types/leaderboard.go to encapsulate all your leaderboard helpers:

1. Add functions to sort a slice of winners in place:
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Copy

func SortWinners(winners []Winner) {

sort.SliceStable(winners[:], func(i, j int) bool {

if winners[i].WonCount > winners[j].WonCount {

return true

}

if winners[i].WonCount < winners[j].WonCount {

return false

}

return winners[i].AddedAt > winners[j].AddedAt

})

}

func (leaderboard Leaderboard) SortWinners() {

SortWinners(leaderboard.Winners)

}

x /

leaderboard /

types /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/types/leaderboard.go" \l "L36-L50" \t "_blank)

It tests in descending order, first for scores and then for the timestamps.
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It is possible to write a one-liner inside this function, but at the expense of readability.

1. When it comes to adding or updating candidates to the array of winners, your goal is to make these operations as efficient as possible. To avoid having to find duplicate player addresses in an array, it is better to use a map. Add a function to convert an array of winners into a map:
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Copy

func MapWinners(winners []Winner, length int) map[string]Winner {

mapped := make(map[string]Winner, length)

for \_, winner := range winners {

already, found := mapped[winner.Address]

if !found {

mapped[winner.Address] = winner

} else if already.WonCount < winner.WonCount {

mapped[winner.Address] = winner

}

}

return mapped

}

x /

leaderboard /

types /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/types/leaderboard.go" \l "L52-L63" \t "_blank)

1. The timestamp used when a winner is added to the leaderboard will be the block's time. In other words, it will be the same time for all candidates added in EndBlock. Prepare a function to do that:
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Copy

func AddCandidatesAtNow(winners []Winner, now time.Time, candidates []Candidate) (updated []Winner) {

mapped := MapWinners(winners, len(winners)+len(candidates))

for \_, candidate := range candidates {

if candidate.WonCount < 1 {

continue

}

candidateWinner := candidate.GetWinnerAtTime(now)

already, found := mapped[candidateWinner.Address]

if !found {

mapped[candidateWinner.Address] = candidateWinner

} else if already.WonCount < candidateWinner.WonCount {

mapped[candidateWinner.Address] = candidateWinner

}

}

updated = make([]Winner, 0, len(mapped))

for \_, winner := range mapped {

updated = append(updated, winner)

}

SortWinners(updated)

return updated

}

x /

checkers /

types /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-migration/x/checkers/types/leaderboard.go" \l "L112-L155" \t "_blank)

Note how, when creating the map, it initializes with a capacity equal to the sum of both winners and candidates' lengths. This is an approximative way of increasing memory performance.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-lifecycle) Candidate Lifecycle

You have prepared helper functions that will update a list of winners with a list of candidates. The candidates will come from the transient store – transient in the sense that it will be discarded after EndBlock. That is good for this usage, as you do not want to carry candidates from one block to the next.

Your leaderboard module does not have access to a transient store by default, so you will have to prepare that first.

Additionally, you want to reduce the number of marshalling / unmarshalling taking place repeatedly. It would not make sense to unmarshall a whole array of candidates every time you want to add a single candidate to the array. Instead, it makes sense to keep each candidate as a single entry in the store, and separately keep the information on how many n are being stored. Later, you can retrieve them with [k] where 0 <= k < n.

You will:

1. Prepare your leaderboard module with access to a transient store.
2. Define keys of the candidates transient store.
3. Add a function to prepare the candidates transient store in BeginBlock.
4. Add a function to add a single candidate to the store.
5. Add a function to retrieve all the candidates from the transient store.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#prepare-transient-store) Prepare transient store

By default, Ignite CLI does not prepare your module to have access to a transient store like it prepares it to have access to the proper store. The preparation works the same way as a normal store.

Add a transient store key in your keeper:
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Copy

type (

Keeper struct {

...

memKey sdk.StoreKey

+ tKey sdk.StoreKey

paramstore paramtypes.Subspace

}

)

x /

leaderboard /

keeper /

keeper.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/keeper.go" \l "L19" \t "_blank)

Update the constructor accordingly:
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Copy

func NewKeeper(

...

memKey sdk.StoreKey,

+ tKey sdk.StoreKey,

ps paramtypes.Subspace,

) \*Keeper {

...

return &Keeper{

...

memKey: memKey,

+ tKey: tKey,

paramstore: ps,

}

}

x /

leaderboard /

keeper /

keeper.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/keeper.go" \l "L24-L45" \t "_blank)

This key will be identified by a new string in app.go's list of transient store keys. Add such a distinct key:
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Copy

MemStoreKey = "mem\_leaderboard"

+

+ // TStoreKey defines the transient store key

+ TStoreKey = "transient\_leaderboard"

x /

leaderboard /

types /

keys.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/types/keys.go" \l "L19-L20" \t "_blank)

Adjust app.go so that it gives the keeper a valid key. Also take this opportunity to fix an Ignite bug on memKeys:
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Copy

app.LeaderboardKeeper = \*leaderboardmodulekeeper.NewKeeper(

...

- keys[leaderboardmoduletypes.MemStoreKey],

+ memKeys[leaderboardmoduletypes.MemStoreKey],

+ tkeys[leaderboardmoduletypes.TStoreKey],

app.GetSubspace(leaderboardmoduletypes.ModuleName),

)

app /

app.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/app/app.go" \l "L419-L420" \t "_blank)

Do not forget to ensure that there is indeed a store key at the string(s) you asked:
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Copy

- tkeys := sdk.NewTransientStoreKeys(paramstypes.TStoreKey)

- memKeys := sdk.NewMemoryStoreKeys(capabilitytypes.MemStoreKey)

+ tkeys := sdk.NewTransientStoreKeys(paramstypes.TStoreKey, leaderboardmoduletypes.TStoreKey)

+ memKeys := sdk.NewMemoryStoreKeys(capabilitytypes.MemStoreKey, leaderboardmoduletypes.MemStoreKey)

app /

app.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/app/app.go" \l "L303-L304" \t "_blank)

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#prepare-candidate-store-keys) Prepare candidate store keys

Your keeper has access to a transient store. Define the keys by which elements will be accessed in it. Taking inspiration from checkers' stored games use of prefixes and their use in the GetAllStoredGame function, prepare prefix keys for the values in a new types/key\_candidate.go file:
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Copy

const (

CandidateKeyPrefix = "Candidate/value/"

)

// CandidateKey returns the store key to retrieve a Candidate from the index field

// It is not used but is here to remind where values are stored

func CandidateKey(address []byte) []byte {

var key []byte

prefixBytes := []byte(CandidateKeyPrefix)

key = append(key, prefixBytes...)

key = append(key, address...)

return key

}

x /

leaderboard /

types /

key\_candidate.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/types/key_candidate.go" \l "L9-L23" \t "_blank)

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#use-the-candidate-store) Use the candidate store

Now you can add the functions that will use the transient store at each update and on EndBlock. Add a new keeper/candidate.go file with:
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Copy

func (k Keeper) SetCandidate(ctx sdk.Context, candidate types.Candidate) {

candidateStore := prefix.NewStore(ctx.TransientStore(k.tKey), []byte(types.CandidateKeyPrefix))

candidateBytes := k.cdc.MustMarshal(&candidate)

candidateStore.Set(candidate.Address, candidateBytes)

}

x /

leaderboard /

keeper /

candidate.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/candidate.go" \l "L9-L13" \t "_blank)

This function saves the candidate at its address. Already having []byte Address in the Candidate object proves useful. This also means that if there are two updates in one block for a single player only the second update is recorded. In the case of a game that has only increasing scores, this is okay.

Next, taking inspiration from StoredGame again, add a function to get all candidates with an iterator:
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Copy

func (k Keeper) GetAllCandidates(ctx sdk.Context) (candidates []types.Candidate) {

candidateStore := prefix.NewStore(ctx.TransientStore(k.tKey), []byte(types.CandidateKeyPrefix))

iterator := sdk.KVStorePrefixIterator(candidateStore, []byte{})

defer iterator.Close()

for ; iterator.Valid(); iterator.Next() {

var candidate types.Candidate

k.cdc.MustUnmarshal(iterator.Value(), &candidate)

candidates = append(candidates, candidate)

}

return

}

x /

leaderboard /

keeper /

candidate.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/candidate.go" \l "L15-L28" \t "_blank)

This gets all candidates. There may be many, but not so many that it grinds the application. After all, it only gets all that was put during the block itself.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-handling) Leaderboard handling

You have created the leaderboard helper functions and the function to get all candidates. You can now update the leaderboard. This takes place in EndBlock.

First, in a separate file, add one function to the keeper:
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Copy

func (k Keeper) CollectSortAndClipLeaderboard(ctx sdk.Context) {

leaderboard := k.GetLeaderboard(ctx)

updated := types.AddCandidatesAtNow(leaderboard.Winners, ctx.BlockTime(), k.GetAllCandidates(ctx))

params := k.GetParams(ctx)

if params.Length < uint64(len(updated)) {

updated = updated[:params.Length]

}

leaderboard.Winners = updated

k.SetLeaderboard(ctx, leaderboard)

}

x /

leaderboard /

keeper /

end\_block\_leaderboard\_handler.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/end_block_leaderboard_handler.go" \l "L10-L17" \t "_blank)

This function gets the candidates from the transient store and the leaderboard from the regular store, adds the candidates, clips the array to the maximum length found in Params, and saves the updated leaderboard back in storage.

This means that the leaderboard will be unmarshalled and marshalled only once per block.

Next, make sure it is called from EndBlock. In module.go:
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Copy

- func (am AppModule) EndBlock(\_ sdk.Context, \_ abci.RequestEndBlock) []abci.ValidatorUpdate {

+ func (am AppModule) EndBlock(ctx sdk.Context, \_ abci.RequestEndBlock) []abci.ValidatorUpdate {

+ am.keeper.CollectSortAndClipLeaderboard(ctx)

return []abci.ValidatorUpdate{}

}

x /

leaderboard /

module.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/module.go" \l "L173-L174" \t "_blank)

If Ignite did it right, app.go has [already set up (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/app/app.go#L523) the leaderboard module to be called on EndBlock.

Your leaderboard will now be updated and saved on an on-going basis as part of your v2 blockchain. However, so far, you have put **nothing** in the transient store.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-infrastructure-for-candidates) Hook infrastructure for candidates

To populate candidate winners in your transient store, you are going to *listen* to PlayerInfo updates emitted from the checkers module:

* This will avoid tight coupling between the modules.
* The checkers module will not care whether there is a listener or not.
* It will be the duty of app.go to hook the leaderboard's listener to the checkers emitter.
* To reduce the dependency of the leaderboard module on elements of the checkers module, you are going to restrict to a single file.

With the Cosmos SDK, hooks are a design pattern so you have to code them.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-the-checkers-module) On the checkers module

Add the hooks interface to the checkers module. First as an expected interface:
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Copy

type CheckersHooks interface {

AfterPlayerInfoChanged(ctx sdk.Context, playerInfo PlayerInfo)

}

x /

checkers /

types /

expected\_keepers.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/types/expected_keepers.go" \l "L25-L27" \t "_blank)

Here you can imagine you could add functions for all sorts of updates coming from checkers. But for the sake of the exercise keep it simple.

Then, taking inspiration from the [governance module's hooks (opens new window)↗](https://github.com/cosmos/cosmos-sdk/blob/v0.45.4/x/gov/types/hooks.go#L7-L20), define a convenience multi hook that can accommodate multiple listeners:
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Copy

var \_ CheckersHooks = MultiCheckersHooks{}

type MultiCheckersHooks []CheckersHooks

func NewMultiCheckersHooks(hooks ...CheckersHooks) MultiCheckersHooks {

return hooks

}

func (h MultiCheckersHooks) AfterPlayerInfoChanged(ctx sdk.Context, playerInfo PlayerInfo) {

for i := range h {

h[i].AfterPlayerInfoChanged(ctx, playerInfo)

}

}

x /

checkers /

types /

hooks.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/types/hooks.go" \l "L7-L19" \t "_blank)

Expose this hooks interface via the checkers keeper:
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Copy

type (

Keeper struct {

bank types.BankEscrowKeeper

+ hooks types.CheckersHooks

cdc codec.BinaryCodec

...

}

)

x /

checkers /

keeper /

keeper.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/keeper/keeper.go" \l "L17" \t "_blank)

And a function to set it:
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Copy

func (keeper \*Keeper) SetHooks(hooks types.CheckersHooks) \*Keeper {

if keeper.hooks != nil {

panic("cannot set checkers hooks twice")

}

keeper.hooks = hooks

return keeper

}

x /

checkers /

keeper /

keeper.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/keeper/keeper.go" \l "L47-L55" \t "_blank)

Having a function to set the hooks is advised, as that allows you to collect the listeners you need without worrying about the order of creation of other keepers.

With the hooks structure in place, you must have your checkers code call it. The best place for that is precisely where it is updated and saved:
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Copy

func mustAddDeltaGameResultToPlayer(

...

) (playerInfo types.PlayerInfo) {

...

k.SetPlayerInfo(ctx, playerInfo)

+ if k.hooks != nil {

+ k.hooks.AfterPlayerInfoChanged(ctx, playerInfo)

+ }

return playerInfo

}

x /

checkers /

keeper /

player\_info\_handler.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/keeper/player_info_handler.go" \l "L32-L34" \t "_blank)
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Remember that the hook is named AfterPlayerInfoChanged, not *for use by the leaderboard*. Therefore you should also emit when there is a change that you know is going to be discarded by the leaderboard.   
  
It verifies != nil to make sure it does not panic if there are no listeners, which is a legitimate situation.

The checkers module is now ready with regards to the hooks.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-the-leaderboard-module) On the leaderboard module

In your keeper, define a generic checkers hook listener. In a new keeper/hooks.go file, put a simple:
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Copy

type Hooks struct {

k Keeper

}

func (k Keeper) Hooks() Hooks { return Hooks{k} }

x /

leaderboard /

keeper /

hooks.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/hooks.go" \l "L3-L7" \t "_blank)

Then, so as to keep the dependency on checkers' types in as few files as possible, encapsulate the conversion knowledge in a new types/leaderboard\_checkers.go:
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Copy

func MakeCandidateFromPlayerInfo(playerInfo checkerstypes.PlayerInfo) (candidate Candidate, err error) {

address, err := sdk.AccAddressFromBech32(playerInfo.Index)

if err != nil {

return candidate, sdkerrors.Wrapf(err, "Could not parse address from playerInfo %s", playerInfo.Index)

}

return Candidate{

Address: address,

WonCount: playerInfo.WonCount,

}, nil

}

x /

leaderboard /

types /

leaderboard\_checkers.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/types/leaderboard_checkers.go" \l "L9-L18" \t "_blank)

Now encapsulate the handling in a new keeper/hooks\_checkers.go file:
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Copy

var \_ checkerstypes.CheckersHooks = Hooks{}

func (h Hooks) AfterPlayerInfoChanged(ctx sdk.Context, playerInfo checkerstypes.PlayerInfo) {

candidate, err := types.MakeCandidateFromPlayerInfo(playerInfo)

if err != nil {

panic(fmt.Sprintf("%v", err))

}

if candidate.WonCount < 1 {

return

}

h.k.SetCandidate(ctx, candidate)

}

x /

leaderboard /

keeper /

hooks\_checkers.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/hooks_checkers.go" \l "L11-L22" \t "_blank)

As you can see, this takes the new information and puts it into the transient store *only if it is worth doing so*.
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If your leaderboard hooks listener was set to listen from more than one module, you would add a new hooks\_othermodule.go file that only concerns itself with that other module.

The leaderboard handling is now complete.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-app-go) On app.go

All app.go has to do is call checkers' SetHooks with the leaderboard's listener after all keepers have been created:
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Copy

leaderboardModule := leaderboardmodule.NewAppModule(appCodec, app.LeaderboardKeeper, app.AccountKeeper, app.BankKeeper)

+ app.CheckersKeeper = \*app.CheckersKeeper.SetHooks(

+ checkersmoduletypes.NewMultiCheckersHooks(

+ app.LeaderboardKeeper.Hooks(),

+ ),

+ )

// this line is used by starport scaffolding # stargate/app/keeperDefinition

app /

app.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/app/app.go" \l "L427-L431" \t "_blank)

Note how app.CheckersKeeper is replaced. This means that you need to move the checkers module line below:
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Copy

- checkersModule := checkersmodule.NewAppModule(appCodec, app.CheckersKeeper, app.AccountKeeper, app.BankKeeper)

app.LeaderboardKeeper = \*leaderboardmodulekeeper.NewKeeper

...

app.CheckersKeeper = \*app.CheckersKeeper.SetHooks(

...

)

+ checkersModule := checkersmodule.NewAppModule(appCodec, app.CheckersKeeper, app.AccountKeeper, app.BankKeeper)

// this line is used by starport scaffolding # stargate/app/keeperDefinition

app /

app.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/app/app.go" \l "L433" \t "_blank)

If you forgot to do so, the module would be created with the *hook-less* keeper.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#unit-tests) Unit tests

After all these changes, it is worthwhile adding tests.

Just like you did for the checkers module, you can add valid addresses to be reused elsewhere in a new file:
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Copy

const (

Alice = "cosmos1jmjfq0tplp9tmx4v9uemw72y4d2wa5nr3xn9d3"

Bob = "cosmos1xyxs3skf3f4jfqeuv89yyaqvjc6lffavxqhc8g"

Carol = "cosmos1e0w5t53nrq7p66fye6c8p0ynyhf6y24l4yuxd7"

)

x /

leaderboard /

testutil /

constants.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/testutil/constants.go" \l "L3-L7" \t "_blank)

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-unit-tests) Candidate unit tests

You added a new Candidate type and helper functions on it. You can test that they work as expected. Add a new leaderboard\_test.go file. No need to overdo it:
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Copy

const (

alice = testutil.Alice

)

func TestCandidateGetWinnerAtTime(t \*testing.T) {

now := time.Now()

timestamp := now.Unix()

aliceAddress, err := sdk.AccAddressFromBech32(alice)

require.Nil(t, err)

candidate := types.Candidate{

Address: aliceAddress,

WonCount: 23,

}

winner := candidate.GetWinnerAtTime(now)

require.EqualValues(t, types.Winner{

Address: alice,

WonCount: 23,

AddedAt: uint64(timestamp),

}, winner)

}

x /

leaderboard /

types /

leaderboard\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-objects/x/leaderboard/types/leaderboard_test.go" \l "L13-L32" \t "_blank)

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-helper-unit-tests) Leaderboard helper unit tests

Start by adding tests that confirm that the sorting of the leaderboard's winners works as expected. Here an array of test cases is a good choice:
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Copy

func TestSortWinners(t \*testing.T) {

tests := []struct {

name string

unsorted []types.Winner

sorted []types.Winner

}{

{

name: "sort empty",

unsorted: []types.Winner{},

sorted: []types.Winner{},

},

{

name: "sort unique",

unsorted: []types.Winner{

{

Address: alice,

WonCount: 2,

AddedAt: 1000,

},

},

sorted: []types.Winner{

{

Address: alice,

WonCount: 2,

AddedAt: 1000,

},

},

},

... // More test cases

}

for \_, tt := range tests {

t.Run(tt.name, func(t \*testing.T) {

leaderboard := types.Leaderboard{

Winners: tt.unsorted,

}

leaderboard.SortWinners()

sorted := leaderboard.Winners

require.Equal(t, len(tt.sorted), len(sorted))

require.EqualValues(t, tt.sorted, sorted)

})

}

}

x /

leaderboard /

types /

leaderboard\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/types/leaderboard_test.go" \l "L35-L156" \t "_blank)

With that done, you can confirm that the updating or addition of new player info to the leaderboard works as expected, again with an array of test cases:
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Copy

func TestAddCandidatesAtNow(t \*testing.T) {

aliceAdd, err := sdk.AccAddressFromBech32(alice)

require.Nil(t, err)

bobAdd, err := sdk.AccAddressFromBech32(bob)

require.Nil(t, err)

tests := []struct {

name string

sorted []types.Winner

candidates []types.Candidate

now int64

expected []types.Winner

}{

{

name: "add to empty",

sorted: []types.Winner{},

candidates: []types.Candidate{{

Address: aliceAdd,

WonCount: 2,

}},

now: 1000,

expected: []types.Winner{

{

Address: alice,

WonCount: 2,

AddedAt: 1000,

},

},

},

... // More test cases

}

for \_, tt := range tests {

t.Run(tt.name, func(t \*testing.T) {

actual := types.AddCandidatesAtNow(tt.sorted, time.Unix(tt.now, 0), tt.candidates)

require.Equal(t, len(tt.expected), len(actual))

require.EqualValues(t, tt.expected, actual)

require.NoError(t, types.Leaderboard{Winners: actual}.Validate())

})

}

}

x /

leaderboard /

types /

leaderboard\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/types/leaderboard_test.go" \l "L158-L433" \t "_blank)

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-lifecycle-unit-tests) Candidate lifecycle unit tests

You added functions to set and get candidates from the transient store. You ought to add unit tests to confirm this works as expected.

First, you need to make sure that your test keeper has a valid transient store:
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Copy

func LeaderboardKeeper(t testing.TB) (\*keeper.Keeper, sdk.Context) {

storeKey := sdk.NewKVStoreKey(types.StoreKey)

memStoreKey := storetypes.NewMemoryStoreKey(types.MemStoreKey)

+ tStoreKey := storetypes.NewTransientStoreKey(types.TStoreKey)

...

stateStore.MountStoreWithDB(memStoreKey, sdk.StoreTypeMemory, nil)

+ stateStore.MountStoreWithDB(tStoreKey, sdk.StoreTypeTransient, nil)

require.NoError(t, stateStore.LoadLatestVersion())

...

k := keeper.NewKeeper(

cdc,

storeKey,

memStoreKey,

+ tStoreKey,

paramsSubspace,

)

...

}

testutil /

keeper /

leaderboard.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/testutil/keeper/leaderboard.go" \l "L23-L45" \t "_blank)

With this preparation, you can add simple tests. For example, that you get back [one candidate (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/candidate_test.go#L20-L39) when there is one, or three when there are three:
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Copy

func TestSetAndGetThreeCandidates(t \*testing.T) {

keeper, ctx := keepertest.LeaderboardKeeper(t)

aliceAddress, err := sdk.AccAddressFromBech32(alice)

require.Nil(t, err)

bobAddress, err := sdk.AccAddressFromBech32(bob)

require.Nil(t, err)

carolAddress, err := sdk.AccAddressFromBech32(carol)

require.Nil(t, err)

keeper.SetCandidate(ctx, types.Candidate{

Address: aliceAddress,

WonCount: 12,

})

keeper.SetCandidate(ctx, types.Candidate{

Address: bobAddress,

WonCount: 34,

})

keeper.SetCandidate(ctx, types.Candidate{

Address: carolAddress,

WonCount: 56,

})

candidates := keeper.GetAllCandidates(ctx)

require.Len(t, candidates, 3)

sort.SliceStable(candidates[:], func(i, j int) bool {

return candidates[i].WonCount < candidates[j].WonCount

})

require.Equal(t,

[]types.Candidate{

{Address: aliceAddress, WonCount: 12},

{Address: bobAddress, WonCount: 34},

{Address: carolAddress, WonCount: 56},

},

candidates,

)

}

x /

leaderboard /

keeper /

candidate\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/candidate_test.go" \l "L41-L76" \t "_blank)
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Note the small hack where the received candidates are sorted by WonCount. The GetAllCandidates function does not ensure an order, so to be able to easily use require.Equal an ordering was used.

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-handling-unit-tests) Leaderboard handling unit tests

You can verify that the leaderboard is updated when the keeper.CollectSortAndClipLeaderboard function is called.

To change the context time, you can use the SDK context's WithBlockTime function. For instance, test when a single candidate is [added between two (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/end_block_leaderboard_handler_test.go#L13-L41) existing winners. Or when one candidate replaces its lower score and another enters the leaderboard for the first time:
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Copy

func TestOnePlayerAddedAndOneUpdatedToLeaderboard(t \*testing.T) {

keeper, ctx := keepertest.LeaderboardKeeper(t)

keeper.SetLeaderboard(ctx, types.Leaderboard{

Winners: []types.Winner{

{Address: alice, WonCount: 12, AddedAt: 999},

{Address: bob, WonCount: 10, AddedAt: 999},

},

})

bobAddress, err := sdk.AccAddressFromBech32(bob)

require.Nil(t, err)

carolAddress, err := sdk.AccAddressFromBech32(carol)

require.Nil(t, err)

keeper.SetCandidate(ctx, types.Candidate{

Address: bobAddress,

WonCount: 13,

})

keeper.SetCandidate(ctx, types.Candidate{

Address: carolAddress,

WonCount: 12,

})

bobTime := time.Unix(1000, 0)

keeper.CollectSortAndClipLeaderboard(ctx.WithBlockTime(bobTime))

leaderboard := keeper.GetLeaderboard(ctx)

require.Len(t, leaderboard.Winners, 3)

require.Equal(t,

[]types.Winner{

{Address: bob, WonCount: 13, AddedAt: 1000},

{Address: carol, WonCount: 12, AddedAt: 1000},

{Address: alice, WonCount: 12, AddedAt: 999},

},

leaderboard.Winners,

)

}

x /

leaderboard /

keeper /

end\_block\_leaderboard\_handler\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/end_block_leaderboard_handler_test.go" \l "L43-L76" \t "_blank)

Where:

* You put a leaderboard in storage.
* Put candidates in the transient storage.
* Call the collection of candidates.
* Confirm the new leaderboard order and values.

You can also add a test that confirms the leaderboard is clipped at the maximum length:
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Copy

func TestOnePlayerKicksPlayerOutOfLeaderboard(t \*testing.T) {

keeper, ctx := keepertest.LeaderboardKeeper(t)

keeper.SetLeaderboard(ctx, types.Leaderboard{

Winners: []types.Winner{

{Address: alice, WonCount: 12, AddedAt: 999},

{Address: bob, WonCount: 10, AddedAt: 999},

},

})

params := keeper.GetParams(ctx)

params.Length = 2

keeper.SetParams(ctx, params)

carolAddress, err := sdk.AccAddressFromBech32(carol)

require.Nil(t, err)

keeper.SetCandidate(ctx, types.Candidate{

Address: carolAddress,

WonCount: 11,

})

carolTime := time.Unix(1000, 0)

keeper.CollectSortAndClipLeaderboard(ctx.WithBlockTime(carolTime))

leaderboard := keeper.GetLeaderboard(ctx)

require.Len(t, leaderboard.Winners, 2)

require.Equal(t,

[]types.Winner{

{Address: alice, WonCount: 12, AddedAt: 999},

{Address: carol, WonCount: 11, AddedAt: 1000},

},

leaderboard.Winners,

)

}

x /

leaderboard /

keeper /

end\_block\_leaderboard\_handler\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/end_block_leaderboard_handler_test.go" \l "L78-L108" \t "_blank)

Where carol kicked bob out of the leaderboard since its length was enforced at 2:

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-unit-tests-on-leaderboard) Hook unit tests on leaderboard

Moving to the hooks *on the leaderboard module's side*, you want to confirm that candidates are added to the transient store when the keeper receives a new update:
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Copy

func TestOneCandidateAdded(t \*testing.T) {

keeper, ctx := keepertest.LeaderboardKeeper(t)

keeper.Hooks().AfterPlayerInfoChanged(ctx, checkerstypes.PlayerInfo{

Index: alice,

WonCount: 12,

LostCount: 13,

ForfeitedCount: 14,

})

aliceAddress, err := sdk.AccAddressFromBech32(alice)

require.Nil(t, err)

candidates := keeper.GetAllCandidates(ctx)

require.Len(t, candidates, 1)

require.Equal(t,

types.Candidate{Address: aliceAddress, WonCount: 12},

candidates[0],

)

}

x /

leaderboard /

keeper /

hooks\_checkers\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/hooks_checkers_test.go" \l "L14-L31" \t "_blank)

Confirm also that it overwrites when it receives [an update for the same address (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/hooks_checkers_test.go#L33-L56), or adds a second candidate [alongside an existing one (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/leaderboard/keeper/hooks_checkers_test.go#L58-L84).

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-unit-tests-on-checkers) Hook unit tests on checkers

You introduced a new type, the MultiHook. You should test that it indeed distributes calls to the elements of the list. This calls for a mock of the CheckersHooks expected interface.

Run again your [existing script](https://ida.interchain.io/hands-on-exercise/2-ignite-cli-adv/6-payment-winning.html) that rebuilds all the mocks.

**Local**

**Docker**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAABRJREFUOI1jYBgFo2AUjIJRgB0AAAUiAAFWYkoIAAAAAElFTkSuQmCC)

Copy

$ make mock-expected-keepers

Copy

$ docker run --rm -it \

-v $(pwd):/checkers \

-w /checkers \

checkers\_i \

make mock-expected-keepers

With that, you can add a test that confirms a multihook with two hooks calls both in order:
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Copy

func TestMultiHookCallsThem(t \*testing.T) {

ctrl := gomock.NewController(t)

defer ctrl.Finish()

hook1 := testutil.NewMockCheckersHooks(ctrl)

hook2 := testutil.NewMockCheckersHooks(ctrl)

call1 := hook1.EXPECT().AfterPlayerInfoChanged(gomock.Any(), types.PlayerInfo{

Index: "alice",

WonCount: 1,

LostCount: 2,

ForfeitedCount: 3,

}).Times(1)

hook2.EXPECT().AfterPlayerInfoChanged(gomock.Any(), types.PlayerInfo{

Index: "alice",

WonCount: 1,

LostCount: 2,

ForfeitedCount: 3,

}).Times(1).After(call1)

multi := types.NewMultiCheckersHooks(hook1, hook2)

multi.AfterPlayerInfoChanged(sdk.NewContext(nil, tmproto.Header{}, false, nil), types.PlayerInfo{

Index: "alice",

WonCount: 1,

LostCount: 2,

ForfeitedCount: 3,

})

}

x /

checkers /

types /

hooks\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/types/hooks_test.go" \l "L13-L38" \t "_blank)

Your existing checkers keeper tests should still be passing.

However, there is a small difficulty that would not surface immediately: when you set the hooks after the msgServer has been created, because it takes a keeper instance and not a pointer, the msgServer is created with the *old* keeper (the one before the hooks were set).

Therefore, add a setup function that encapsulates the knowledge to circumvent this difficulty:
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Copy

func setupMsgServerWithOneGameForPlayMoveAndHooks(t testing.TB) (types.MsgServer, keeper.Keeper, context.Context,

\*gomock.Controller, \*testutil.MockBankEscrowKeeper, \*testutil.MockCheckersHooks) {

msgServer, k, context, ctrl, escrow := setupMsgServerWithOneGameForPlayMove(t)

hookMock := testutil.NewMockCheckersHooks(ctrl)

k.SetHooks(hookMock)

msgServer = keeper.NewMsgServerImpl(k)

return msgServer, k, context, ctrl, escrow, hookMock

}

x /

checkers /

keeper /

msg\_server\_play\_move\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/keeper/msg_server_play_move_test.go" \l "L35-L42" \t "_blank)

You can now add a test that confirms that a game just played does not trigger a call to the hooks:
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Copy

func TestPlayerInfoNoHookOnNoWinner(t \*testing.T) {

msgServer, keeper, context, ctrl, escrow, \_ := setupMsgServerWithOneGameForPlayMoveAndHooks(t)

ctx := sdk.UnwrapSDKContext(context)

defer ctrl.Finish()

escrow.ExpectAny(context)

keeper.SetPlayerInfo(ctx, types.PlayerInfo{

Index: bob,

})

keeper.SetPlayerInfo(ctx, types.PlayerInfo{

Index: carol,

})

msgServer.PlayMove(context, &types.MsgPlayMove{

Creator: bob,

GameIndex: "1",

FromX: 1,

FromY: 2,

ToX: 2,

ToY: 3,

})

}

x /

checkers /

keeper /

msg\_server\_play\_move\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/keeper/msg_server_play_move_test.go" \l "L607-L626" \t "_blank)

A more interesting addition is the confirmation that a listener is being called when a game is [forfeited (opens new window)↗](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/keeper/end_block_server_game_test.go#L684-L737) or won:
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Copy

func TestCompleteGameCallsHook(t \*testing.T) {

msgServer, keeper, context, ctrl, escrow, hookMock := setupMsgServerWithOneGameForPlayMoveAndHooks(t)

ctx := sdk.UnwrapSDKContext(context)

defer ctrl.Finish()

escrow.ExpectAny(context)

bobCall := hookMock.EXPECT().AfterPlayerInfoChanged(ctx, types.PlayerInfo{

Index: bob,

WonCount: 2,

LostCount: 2,

ForfeitedCount: 3,

}).Times(1)

hookMock.EXPECT().AfterPlayerInfoChanged(ctx, types.PlayerInfo{

Index: carol,

WonCount: 4,

LostCount: 6,

ForfeitedCount: 6,

}).Times(1).After(bobCall)

keeper.SetPlayerInfo(ctx, types.PlayerInfo{

Index: bob,

WonCount: 1,

LostCount: 2,

ForfeitedCount: 3,

})

keeper.SetPlayerInfo(ctx, types.PlayerInfo{

Index: carol,

WonCount: 4,

LostCount: 5,

ForfeitedCount: 6,

})

testutil.PlayAllMoves(t, msgServer, context, "1", bob, carol, testutil.Game1Moves)

}

x /

checkers /

keeper /

msg\_server\_play\_move\_winner\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/x/checkers/keeper/msg_server_play_move_winner_test.go" \l "L133-L165" \t "_blank)

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#integration-tests) Integration tests

To further confirm that your code is working correctly you can add integration tests. Since it starts an app, the hooks are already set up.

You could decide to piggy-back on the existing "checkers" integration tests. However, for the sake of clarity, create a separate folder:
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Copy

$ mkdir -p tests/integration/leaderboard/keeper

Copy the integration test suite from the checkers integration tests, with adjusted imports and others, minus all the balances and denoms. Keep the msgServer, as that is the one that receives messages:
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Copy

const (

alice = testutil.Alice

bob = testutil.Bob

carol = testutil.Carol

)

type IntegrationTestSuite struct {

suite.Suite

app \*checkersapp.App

msgServer checkerstypes.MsgServer

ctx sdk.Context

queryClient types.QueryClient

}

func TestLeaderboardKeeperTestSuite(t \*testing.T) {

suite.Run(t, new(IntegrationTestSuite))

}

func (suite \*IntegrationTestSuite) SetupTest() {

app := checkersapp.Setup(false)

ctx := app.BaseApp.NewContext(false, tmproto.Header{Time: time.Now()})

app.AccountKeeper.SetParams(ctx, authtypes.DefaultParams())

app.BankKeeper.SetParams(ctx, banktypes.DefaultParams())

queryHelper := baseapp.NewQueryServerTestHelper(ctx, app.InterfaceRegistry())

types.RegisterQueryServer(queryHelper, app.LeaderboardKeeper)

queryClient := types.NewQueryClient(queryHelper)

suite.app = app

suite.msgServer = checkerskeeper.NewMsgServerImpl(app.CheckersKeeper)

suite.ctx = ctx

suite.queryClient = queryClient

}

You can confirm the leaderboard is called when a game is won:
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Copy

func (suite \*IntegrationTestSuite) setupSuiteWithOneGameForPlayMove() {

goCtx := sdk.WrapSDKContext(suite.ctx)

suite.msgServer.CreateGame(goCtx, &checkerstypes.MsgCreateGame{

Creator: alice,

Black: bob,

Red: carol,

Wager: 0,

Denom: "stake",

})

}

func (suite \*IntegrationTestSuite) TestPlayMoveToWinnerAddedToLeaderboard() {

suite.setupSuiteWithOneGameForPlayMove()

suite.app.CheckersKeeper.SetPlayerInfo(suite.ctx, checkerstypes.PlayerInfo{

Index: alice, WonCount: 10,

})

suite.app.CheckersKeeper.SetPlayerInfo(suite.ctx, checkerstypes.PlayerInfo{

Index: bob, WonCount: 10,

})

suite.app.LeaderboardKeeper.SetLeaderboard(suite.ctx, leaderboardtypes.Leaderboard{

Winners: []leaderboardtypes.Winner{

{Address: alice, WonCount: 10, AddedAt: 1000},

{Address: bob, WonCount: 10, AddedAt: 999},

},

})

testutil.PlayAllMoves(suite.T(), suite.msgServer, sdk.WrapSDKContext(suite.ctx), "1", bob, carol, testutil.Game1Moves)

suite.app.LeaderboardKeeper.CollectSortAndClipLeaderboard(suite.ctx)

leaderboard := suite.app.LeaderboardKeeper.GetLeaderboard(suite.ctx)

suite.Require().EqualValues(

[]leaderboardtypes.Winner{

{Address: bob, WonCount: 11, AddedAt: uint64(suite.ctx.BlockTime().Unix())},

{Address: alice, WonCount: 10, AddedAt: 1000},

},

leaderboard.Winners)

}

tests /

integration /

... /

keeper /

msg\_server\_play\_move\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/tests/integration/leaderboard/keeper/msg_server_play_move_test.go" \t "_blank)

Or when a game is expired:
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Copy

func (suite \*IntegrationTestSuite) TestForfeitPlayedTwiceCalledHooks() {

suite.setupSuiteWithOneGameForPlayMove()

goCtx := sdk.WrapSDKContext(suite.ctx)

suite.msgServer.PlayMove(goCtx, &types.MsgPlayMove{

Creator: bob,

GameIndex: "1",

FromX: 1,

FromY: 2,

ToX: 2,

ToY: 3,

})

suite.msgServer.PlayMove(goCtx, &types.MsgPlayMove{

Creator: carol,

GameIndex: "1",

FromX: 0,

FromY: 5,

ToX: 1,

ToY: 4,

})

keeper := suite.app.CheckersKeeper

keeper.SetPlayerInfo(suite.ctx, types.PlayerInfo{

Index: bob, WonCount: 10,

})

keeper.SetPlayerInfo(suite.ctx, types.PlayerInfo{

Index: carol, WonCount: 10,

})

suite.app.LeaderboardKeeper.SetLeaderboard(suite.ctx, leaderboardtypes.Leaderboard{

Winners: []leaderboardtypes.Winner{

{Address: bob, WonCount: 10, AddedAt: 1000},

{Address: carol, WonCount: 10, AddedAt: 999},

},

})

game1, found := keeper.GetStoredGame(suite.ctx, "1")

suite.Require().True(found)

oldDeadline := types.FormatDeadline(suite.ctx.BlockTime().Add(time.Duration(-1)))

game1.Deadline = oldDeadline

keeper.SetStoredGame(suite.ctx, game1)

keeper.ForfeitExpiredGames(goCtx)

suite.app.LeaderboardKeeper.CollectSortAndClipLeaderboard(suite.ctx)

leaderboard := suite.app.LeaderboardKeeper.GetLeaderboard(suite.ctx)

suite.Require().EqualValues(

[]leaderboardtypes.Winner{

{Address: carol, WonCount: 11, AddedAt: uint64(suite.ctx.BlockTime().Unix())},

{Address: bob, WonCount: 10, AddedAt: 1000},

},

leaderboard.Winners)

}

Expand
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tests /

integration /

... /

keeper /

end\_block\_server\_game\_test.go

[View source→](https://github.com/cosmos/b9-checkers-academy-draft/blob/leaderboard-handling/tests/integration/leaderboard/keeper/end_block_server_game_test.go" \t "_blank)

Note how you have to call both *end blockers* because there are actually no blocks being produced. This recalls what you did previously when integration-testing the game forfeit.

This completes your checkers v2 chain. If you were to start it anew as is, it would work. If you want to see how you would migrate your blockchain if it were running v1.1, jump straight to the [next section](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/4-migration-leaderboard.html).

[#Copy link](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#interact-via-the-cli) Interact via the CLI

Your v2 blockchain is fully functioning. It will work as long as you start it from scratch (i.e. you should not try to migrate).

You should already know your way around testing this way. The simplest way is to use Ignite:

**Local**

**Docker**
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Copy

$ ignite chain serve --reset-once

Copy

$ docker network create checkers-net

$ docker run --rm -it \

-v $(pwd):/checkers -w /checkers \

-p 4500:4500 -p 26657:26657 \

--network checkers-net \

--name checkers \

checkers\_i \

ignite chain serve --reset-once

Use your CosmJS integration tests to run a full game:

**Local**

**Docker**
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Copy

$ npm test --prefix client

Copy

$ docker run --rm -it \

-v $(pwd)/client:/client -w /client \

--network checkers-net \

--env RPC\_URL="http://checkers:26657" \

node:18.7-slim \

npm test

After that, you can query your leaderboard:

**Local**

**Docker**
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Copy

$ checkersd query leaderboard show-leaderboard

Copy

$ docker exec -it \

checkers \

checkersd query leaderboard show-leaderboard

It should turn something like:
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Copy

Leaderboard:

winners:

- addedAt: "1682373982"

address: cosmos1fx6qlxwteeqxgxwsw83wkf4s9fcnnwk8z86sql

wonCount: "1"

Congratulations, your leaderboard is functional!

If you used Docker, you can stop the container and remove the network:
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Copy

$ docker network rm checkers-net

synopsis

To summarize, this section has explored:

* How to add a leaderboard as a module to an existing blockchain, and the characteristics that a good leaderboard should boast.
* How to keep modules loosely coupled, when possible, with the use of hooks.
* How to leverage the transient store to save data for use in EndBlock.
* How to reduce computations and overall blockchain burden by ordering the leaderboard only once per block, in EndBlock.
* Worthwhile unit tests, including recreating the mocks, and integration tests.
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**[Migrate the Leaderboard Module After Production](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/4-migration-leaderboard.html)**

[[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAOCAYAAADJ7fe0AAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAABFJREFUKJFjYBgFo2AUDG0AAAPGAAEBhsX8AAAAAElFTkSuQmCC)](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/4-migration-leaderboard.html)](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/4-migration-leaderboard.html)

Rate this Page

![icon smile](data:image/png;base64,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)

![icon meh](data:image/png;base64,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)

![icon frown](data:image/png;base64,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)

Would you like to add a message?

Submit

Thank you for your Feedback!

[![Join our discord channels](data:image/png;base64,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)](https://ida.interchain.io/ida-course/discord-info.html)

On this page

[High level considerations](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#high-level-considerations)

[What you will do](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#what-you-will-do)

[New v2 module](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#new-v2-module)

[New v2 information](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#new-v2-information)

[Transient object](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#transient-object)

[Leaderboard helpers](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-helpers)

[Candidate Lifecycle](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-lifecycle)

[Prepare transient store](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#prepare-transient-store)

[Prepare candidate store keys](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#prepare-candidate-store-keys)

[Use the candidate store](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#use-the-candidate-store)

[Leaderboard handling](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-handling)

[Hook infrastructure for candidates](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-infrastructure-for-candidates)

[On the checkers module](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-the-checkers-module)

[On the leaderboard module](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-the-leaderboard-module)

[On app.go](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#on-app-go)

[Unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#unit-tests)

[Candidate unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-unit-tests)

[Leaderboard helper unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-helper-unit-tests)

[Candidate lifecycle unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#candidate-lifecycle-unit-tests)

[Leaderboard handling unit tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#leaderboard-handling-unit-tests)

[Hook unit tests on leaderboard](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-unit-tests-on-leaderboard)

[Hook unit tests on checkers](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#hook-unit-tests-on-checkers)

[Integration tests](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#integration-tests)

[Interact via the CLI](https://ida.interchain.io/hands-on-exercise/4-run-in-prod/3-add-leaderboard.html#interact-via-the-cli)

#### **Get Cosmos updates**

Unsubscribe at any time. [Privacy Policy↗](https://v1.cosmos.network/privacy)

     Next![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAOCAYAAADJ7fe0AAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAABFJREFUKJFjYBgFo2AUDG0AAAPGAAEBhsX8AAAAAElFTkSuQmCC)

Documentation

[Cosmos SDK](https://docs.cosmos.network/)[Cosmos Hub](https://hub.cosmos.network/)[CometBFT](https://docs.cometbft.com/)[IBC Protocol](https://ibc.cosmos.network/)

Community

[Interchain blog](https://blog.cosmos.network/)[Forum](https://forum.cosmos.network/)[Discord](https://discord.gg/cosmosnetwork)

Contributing

[Source code on GitHub](https://github.com/cosmos/sdk-tutorials)

[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJYAAACWCAYAAAA8AXHiAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAE4pJREFUeJztnX9sHGeZx7/P/HCaFC6hBzkQCUSlHD2QuIhKIBWJs8pdq6qJPY5IET/CbbwbN0oo2K2bJm2TbJqk5GfjUGIaZ+0sVJzggpq104JAhXORQAKpBJB6KmppU7UVP9qDhP5I43lnvveH16ljz6zH653Zmd35/NPK+3iex9nv7rzvO9/nfQUpM9KW5VUC9QAAEMatI4PyTL1rijtS7wLiTFsn3y6idojgywDM8o9tEt8gje0jQ/JqPeuLM6mwvMhTs160c6DsguBdnjHEyxDeU1piFpAXN+IKY08qrCm0r7OvBTkgkI8EiSf4JES6ho+Zvwi7tiSRCqvMqizf74g6IMBnqvl9At/XafQ+PCjP17q2JNL0wlrZxQWao+4Swd2V4kjsBQAR3DlD3G5XN+47NSBv1LLOpNHUwrJy6osE9wjwXt8gomTTuP3RIXkWAG7q5JWmqIMQWP6/gpfoyp0jQ8Z3Qig7ETSlsFas5cd0TfWL4BN+MQSfJGXDyKD5M6/X27L2p0TYX2ksRuKXjmtseOS4/LoWdSeJphJWxxouZou9j5AviXj/7QReEXBbaYl5dMbZ3vjs8RZC7hXgnZ7XIyjgt2XM3HTyIflLDf6MRNAUwrrxVs6b94a6DYK7ALzNJ8wGcMTUjPyJATk3m+uv7uJC21V5ABvx1nrXVF4jsHtsvnHohw/IhdlcP4k0vLDa16kOcd0DELnSL4bADxxldD9SlKfnkmtFhh80dHUYght9g8hnqWm9w8eMk3PJFXcaVljta/lh0VU/gH/zDSKfdkTWnyqYP61l7pU5+zqdfBAiH6wQ9rjrGreMDMnva5k7LjScsG7I8or5cHYB7IJA94oh8Dchd5z9g3lkdFRUGHW0ttJY9AF7IyB5CBZ5BhEOIUffhL71R4Py1zDqqBcNI6zVq6mPLRx/IwV4h2dQHd7IwEJ3ud181ew/cUKcKOoKm4YQ1sqcfZ0GHhHI1RXC6nrrCXJrJviUC9lY61tzPUi0sG7q5JWmpg4DWOEXQ/IZTbTekwVjOMLSfOnIqXbCPQjIB/xiSJxSNLonFmWTSCKFVbazbBPgKxC0eMWQ+DsFu17SjL4nBsSOusZKXNNFc6mjegjcI4K3ewYRYxQcpmvsTKI9J2HCorRnnawIdwNY7BPkkhxydXPLqQF5JcrqZkvHGi7mPPs+QNYC0LxiCPxZIHeXCvoQIIy4xKpJjLDa19nXist+iPyrXwyJn1OMDSMF+V2Utc2Vthw/KlT9IvikbxD5WwBdpcGWX0VXWfXEXlirclziwD4gkM/6BpFnXGibRgaNExGWVnOsTnUzxN0Hkff7xZD8ri7mHQ8X5MUoa5stsRVWa4aXLdTVFhHcAWC+VwyJ1yH42th840CjPCZpzfCyRbrqJbBZBJf7hJ0HsPesMvaOFuXNKOsLSiyFZeXU50h3r4gs9XqdBCF8SNfMzQ8PyB+jri8KVnXxPa5r7yPlC74PzMkXOP5N/d2o65uJWAmrPNYYqGhnaTIryoq1/Jih2wOAXOMXQ+KXFKMrTmPLWAirYw0Xu/PsPaBk/D6dAF50XdncnOY5ipVzvjCDKdEFeNzRzM1xmA3XVViB1nOA8yT2u7qxt9ntviu7uEB31BYCvSK4zCsmLut3dRNWW6dqE3EPishVfjEEv6fD7I37DChqVuW4xIV9EJCbfYPIpwnt9uFB41SEpV0kcmG1dfJDmqaOorKdJVFrNvUiyNoeiJ+4NDZG/Yw0MmGt7uJC23F2UbheAMMrhsSfIHLXcEEvJmmVub5Q2rLOWhHeJ8A/eUYACkB/i2Zsm607tlpCF1bZzrJeKPdCcIVXDIELAA6dv2Ds+vFD8nrYNTUi16/h5Qta1DYA3X7PT0H8H8Ftw0vNB8Pu3g5VWOVOlqOV7CwETuo0etJGz9oQrD2tcgdSLQhFWGU7y/0A2v1iovjjmplA7WkhfqhrKqzr1/Dy+S1qqwA9Fb6OXya4dXipeSzdTCNkgrSnAReEuP+NMWN3LYchNRIWpT3nZEDeJ4J3+wTZIB5waeST6C9KMgHb0/4olC0nB/Vv12LiNGdhWdmxjwMYmMHO8qjjGD1zba9KmRuB2tPAJ0BsmOtST9XCWtXF9ziOfUBEPu8X00ge7kZipvY0EhThdzTN3FTtQ/5ZC6tsZ9kEwZ0CLPAsLKZdJ1ZurBvEVwH0lQZbDjdqziAEaU8j8boAey4sMPbP1pY0K2FZnepmau5+gbzPsxBACeXB89C3x6lPzsrZrSCPQ2TZxR+SZyCytlQwRxslZzUEaU8DeYai3TFcML4f9LqBhWVl7ccg+LTf6wQeczXj1lMD8lTQa4aNleEy6OpQpTUdECU4Rk+pKGeSmrMWrOzi1bqjvlHpPQbx49KgeUOQ6wUWVnvWfs3T0Vjnh51eWBkugqG+CiA/i1/LQxmHS0U5m5ScYTBDe9prpYLp50K5BM/OkICcA9D7gm5+JFai6lQZ6Oo5zO4NBoA8dPVcR1b9ZxJyhsXJgjH8gmb+C4g7Sfy92uvM5RvrYKlg9labuNZYObsV4CFAllcIexyuFKExg0ruCmAUwI6ZxkL1yBklVtY+CMFtk34U+BvL02WQJMbHNPZ2ABnfzwn5PKjlS0NGsfyTotWpMhA379MR0wqg1cqOFeGYO6aOheqRM2nM5VZYd6yssqCr0xDJ+IScA7ADjrl80hsMACgNGUU45nIAO8px0xHJQFenray6OBCvR84kkmhhQbjcf4sgfgvKWF4qmHm/wXGpKGdLBTMPZSwH4L23g2ARhG/d6uqRM4Ek/lY4DfK3EOkuDbaMBv2V8m3HKq899VV0ZMYlZ8xpOGGVBluq/qSXB87LrZw9q4ew9cgZd5J9K0yJLamwUkIhFVZKKKTCSgmFVFgpoZAKKyUUUmGlhEIqrJRQSIWVEgoNt/Ju5cZOA9JTjf3kLRtM/HPGnYYTVtkb9T9W1g5s/71oJwas6hqX6pEz3iRbWJTfQHgOwMJprwks6KrVytl9fvbfi3Ziqm5fxwJwDpTf1DVnAkn0GKs0aJSgjOUgv+UZMP7G5aHbp6faf8ftxPZpABVO5yrbYAaNUj1zJpFEWpOtDBcB496miz8LZj8ZFUqRwgzGHZt+PA4gP3nMFJecUTIXa3LivrEuNi5MaUIoFczR0mDLcriyFn7uTKCVwiL83+BzcGVtqWC2XvIGxyhnUkiMsKyc3Wrlxk5D4/FxhyUWUVi0cmOnx2dW45SGjCKUsQzj9t/ZsAPKWDbZThznnHEn9rfCi40L/h7zcchpTQhWhstgqD5U2KcLwDCU0T3t9xKUMyzmciuMrbDemj2h0uzpUoizEEybkZXHQsVLumPI5yGSmTamSXDOWtNwY6xAsycvJs3IJne5lMdCywD2gHweYE9psGXZ9DFNsnPGiVh9Y1nruBxUh1Bp9lRuXCj//4wzMojRUzrmvybULDmrIfENq1aGi6Dbh0CVqRB2Dq50l4bM4qSfLbc6VQYa++C1YAm0gup0uQm055JbVZPkrBfxuBUa6swMg9Zps6cJAs3IxptAn2vKnHUiFt9Y8P4UAh6zJy/Kn9C8lWERhirCa4+E6WOYZslZF+IirEvxmD0FofzGtHrOyNKckRKPW+FURIpz2XWlVDBHIVJMc9aPeAorJfGkwkoJhVRYKaGQCislFFJhpYRCKqyUUEiFlRIKqbBSQiGewiLnvpJMLktz1o94PtIRyVg5exmq2Pe8bN/djsqNC82bMyLiKaxxWvHWvuczWkEuWlKATJqz/sTlVjijFcTK2dv9QqycnYeunpvRktKcOetCbBykgZoQyDOA1jPRzDluy3UPXXJ023R8LSnNkrNaGqqZIqAVZLT831bfiIm91wOMXZol52xJvDV5MuV/oGVWbqwbkDz8rLj+nAOYLw229E19we+000bLGQfiMsaaRqnQ0gdlLAMR/Lhb4jCUsaxUuPQf28rZrVZ27DlAxm8nIn1Wduy5qQ2gSc8ZJ2J3K/SiPC4pwv9YtsehjIz3KV3VnXY6p5yGOo6Kt6/a5gyLhhpjVaI8iO27OC4hnwe07qk7s9TytNM45wybphHWBFbOzgNAqWDmp73WqTIQHqqqqYA4K5Duk4PGtC2K4pYzCppOWF7U9rRT/ibI1o/1yBklDTUrnC3hnHY6sfVjlCesVs6ZNGI7KwxCesJqfEm0sNITVuNL4m+F00hPWI0FDSes9ITVeJDsW2FKbEmFlRIKqbBSQiEVVkoopMJKCYVUWCmhkAorJRRSYaWEQiqslFBouJX39ITVeNBwwkpPWI0HyRZWesJqbEn0GCs9YTW+NJg1GXlUtP9Wf9ppXHJGSb087+cA7HxBM77+xIDYQa8TNjOcOTMT5XNsph85ErecYXJNF80ljvoqgK0i+IdJL0VyrNxCAAeWOvaT7Vm1cg7XqSm1PO00zjnDoq1TtS117CdFsH+KqGZF4G8sK2s/BsGn/V4n8JirGbeeGpCnqi2m1lR72mnSctaClV28WnPVAwL8u18MgceGC+Z/BLnerOa5Vqe6mZq7XyDv80mshPLgeejbfzQof53NtcPE57TT0DbTqFfOarghyysuE+deIddDoHsGjXccbSoNGf8d9LqzXkBpzfCyhbraBMGdAizwrAP4m7jcbr5q9p84Ic5sc4RFeYOObgj6otr3oB45g7B6NfWxhfZGQPICvMMrhsAbAuw5q4z9o0V5czbXr3plblUX3+M49gER+bxfDMGnXMjGUwXzp9XmSak9K3P2dRp4RCBX+8WQ/C9dN3sfHpA/VpNjzku+Vnbs4wAGKnWZkHjUcYyeR4ry9FzzpVTPigw/qOvqkAhu8o/iEyA2lAZbfjWXXDV6lkBpzzkZkPeJ4N0+QTaIB1wa+ZEhebU2eVOC0NbJt4uoHSL4MgDTK4bEn4SypTSkfwuQOXcM1fQh1fVrePn8FrVVgB4IWjyDiJcJbh1eah5DXtxa5k+ZQp5a20t2l1B2CvBOrxACF0D0nR8zdv74IXm9VqlDefp5UyevNDV1PypMuQk+ScqGkUHzZ2HU0Oy0Ze1PibBfIB/xDSJKNo3bHx2SZ2udP9TH6uU/7mjFQSJwUqfR8/CgPB9mLc3Cqizf74g6JECHXwzBp0i5JcwPdeh+jfK0dr1Q7oXgCq8YAhcAHDp/wdhVy6/jZmJiGAJBtwDzPIOIv1K4reWc+WDYy0CRGYFWd3Gh7Ti7KFwvPnYdEn+CyF3DBb1YiwFkc0BpyzprBdztN3EioAD5Zoumbz0xIN673NSYyB1mbZ38kKapo6jkCCB/C6BrrlPeRifIUg+In7g0No4Mye+jq6yO1sW2TtWmae79gHzAL4bg93SYvQ8X5MUoa4s7q3Jc4sA+IJDP+sWQfIbUbh8ZMkairG2Cunpir+miudRRPQTuEYGfHeM8if2ubuw9NSBvRFpgzFjZxQXiqs0a0AtgvlcMiVcp2PmSZvTV084UC7N1xxoudufZe0DJiPjW9KLryuaRIeM7kRYXE9o61RdE414B3usT4oIsypi55eRD8pdIi/MgFsKaoC3HjwrVgAg+4RdD4peOa2x45Lj8Osra6sWKtfyYrqn+mf5NKEbXSEF+F2VtlYiVsCawcupzAPcBWOL1OglC+JCumZurfUgad8oP+fcC8kW/b3GSLxDappFB47tR1zcTsRQWcNGes0UEd8B/PPE6BF8bm28c+OEDciHiEkOhNcPLFumql8DmKVbwyZwHsO+sMvbM1s4SFbEV1gRBZkAgz7jjn9wTEZZWc9qyarUGd3+lE8GSMlOOvbAmaF9nXysu+2ew5/ycYmyI01gjCOWxZb8IPukblLC1vcQIaxxKe9bJinA3gMU+QS7JIVc3t5wakFeirG62dKzhYs6z7wNkLXwaWwj8WSB3lwr6UJKeRiRMWOOU/UXbBPiKnz2HxN8p2FXv9RwvJq3f3e3bCUOMEfg6adybRP9aIoU1QdmecxjACr8Yks9oovWeLBjem/VHTEdOtRPuwYpPHIhTikZ3GHaWqEi0sCYI4uEG8LjrGrdE/cxsgva1/LDoqh8VnpE2Uo9AQwgLCNZ1AsIh5Oib0LdG1Z52Q5ZXzIezC2CXX3sVgb8BzLecM4/EqatpLjSMsCYI+kYKuePsH8wjo6OiwqijtZXGoqvsL4Oy3X8DkOiFHhUNJ6wJgtx6QD7tiKyv9a3H6lQ3UnPvn+nWTMfYMHxc/reWueNCwwprgvZ1qkNc9wBErvSLIfADRxndc21Pa8vyKg3qwUpbEYB8lprWO3zMODmXXHGn4YUFADfeynnz3lC3QXAXgLf5hNkAjpiakZ+ty3LcHat2ULDRzx0L4DUCu8fmG4ca5fFTJZpCWBN0rOFittj7CPmS74Nd4BUBt5WWmEdnak9bvZq6vdDuAmUnBP/oeT2CAn5bxsxNcbCzREVTCWuCQFaUGdrTAnUgNZnFZzJNKawJrJz6IsE9Fcxz03rvgvVM4iW6cmezmhKBJhcWcIndd2vFQGJfefni9kphLrCTmrGn2W3UTS+sCcqNngcE+ExVFyBOaDDuSBtvx0mFNYX2dfa1IAcqtqZPguCTEOkaPmb+IuzakkQqLC/y1KwX7RwouyB4l2cM8TKE95SWmIV0c5PppMKqgM/2P+l2TAFIhRWAjnX8Z7qqDwJHKeO2dAO5mfl/ARBR4pXuM2oAAAAASUVORK5CYII=)](https://ida.interchain.io/)

[Interchain Developer Academy](https://ida.interchain.io/)

**[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAARJJREFUOI3Nk8FNwzAUhv/35JzLCGECygbdAHKJlBMZoRtQJiAbYE5RnUtHgA1gg7KBO0Dyc7GRSVOkihz6S5bee7/92c+yxTlHzCCdA3KZIJMmJJ9U9S3EOYCXkf+qqjakS5LP0ZPRZfu+72+rqtoDwHa7/RCRm2j2fX8dPeecB7CI3ri1K1Wtf3YRaRLvPUKCFkk8fUdt2+YAUJalBfAVyjbWpzQJUtVNkm4AHEh6Y8x5IBHJnXM1AGRZtiPZiEh9CnISFPQAAEVR+GEYLIC7s0Cq6kO46rpuFWp/nuYIRPLTGGNJNiF/BIDYFkmfTD+ka3+9I5K1iOxDvBaRewBrAA0AG0bUMtSPQf/R5X3a2UDfMdhrNKoNVvMAAAAASUVORK5CYII=)](https://blog.cosmos.network/)[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAAV1JREFUOI2tk8GNwjAQRf9EDuJGSshWACXQwSYHjLhRAiVkO2ArgJsV52A6WOgAKljoIJxtmL14UQJJVpH2S1as8fjNn1EM/JOoT7LWegJgFIbhKU3T8gVUFMV0Npvt2wDGmMhaawBMK+GtX0sAn4FSKmbmL631sg1krd0+QeABe2a+EFEUCCFif7DJ89wYY6JqtlIqBvDeVoSIVsxcBr6lqw8m1tpvrfXGzwOVQo1i5qWU8kgA4NvatCSeiagVJqUkAAh85QxA2ZTYBakqkFIe/T7qzGzW4QHy3wR+Tn1ERLsaSEp5ZOY1M597cK5CiO2zo98KcQ83WfXvrj2RPM8zIloBGP3BOUgpp9VAzdF8Ps+IKOlqkZlPYRgmLw6VUrEQYgxgwswJgEkH5GMwGKyfHywAiOFwWDrn3u73e0pE44b7FwC72+22XiwWrU5rMzLGRM65hyPn3LnrclU/8yiR5LA3kfoAAAAASUVORK5CYII=)](https://twitter.com/cosmos)[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAASCAYAAAC9+TVUAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAATpJREFUOI2tks1VwkAUhb87MWtTQkqwhJQgi3AOK7ECsQQ7wArMjkNmAVZg7AArMCzdUQDkuUk8IRFE9G5mzn0z38z7EUCe51Pgjt+rCMNwEOR5fgU8nQEAiM3sw0mKzgQAUFVV5P4CaHRxwH8GSjOLgBKIm1XSNXD5E+Rxt9tNR6NR2Q0sFotou91mZvbS9nvpHAIADAaDTZqmhZm9HYOsG4D3PvHeJwCz2Syez+c3rXPLY5CvoJllZpYBBEEwkZTV44Bzrmhf2quJmW1a+0krlEkq0zRddc/1ftLMTPOipBIgDMMSeG/8ruS9TzrVLswsk5QA49bPSufcpKqqRNIYiGr/4bsWJzVg/zUpNrOlpN6Ff5lY1y3SCXrtQYbD4UrSPbA+EbIBbttGP8ETVXeqMLPp2ZAGJCn5BHfBjIyo+NrTAAAAAElFTkSuQmCC)](https://discord.gg/cosmosnetwork)[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAAPpJREFUOI3Nk8FNw0AQRd/Hyd1UgEtIBwkl7GUsH+kAKiBUgNIBHLM5JHQAHbgEd0A4b6ThQIyskKAYBcE/7Wj+Po3+zirG6JxAZ6eAHALNgKe+oEG3cPfHsiyvAWKMDXDxIxAwXi6XeUqp6AP5ApJUpJRe+wBa7Wb0YmYyMwG4+52ZSdIlMBsOh+fb3hXwdnCig2MPBnUI4bmtzexhsVjk7n7fCxRCWM/n86mkMXBjZvVms1llWfYJOmqPYowjSbfABJgCVFXVdD1HgSTlnTLf5/nVzf5bkHZ+/xqot+eJuzeSGj5yGe3ztBd3nz/vNiUVQPGdp9X/y+gdrMVH6m+BkCQAAAAASUVORK5CYII=)](https://www.linkedin.com/company/interchain-foundation/about/)[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAAZpJREFUOI2dlMFt20AQRd8QvIsdJB2IHWRdQZQDF9DJTAWJKwhSQVyCcxKwe5A6MFVB6A7kCiKfBezkwKGyoWgLyAcI7MzO/N3Z+UNhBjFGp6q3QG0fQA/0IvKzaZpumiO5EUKogR+AmzsgQwfcee/7CyIjeQSqKyQjjsDNSCb/SXJBVpjj/grJM/Bi6322rhiegiLG6IAPbx2rqh3wS1W/e++dqt5n2y7G6MqUUisir1AMEJEKcCJSxxhVVb/k+ymltuRve/MyYGj3TkQOqnoEdkCrqp+ttPNTiMiyFJFlTuK9f//KxXrgYTRCCAfgnZl1MQlebLfbygLrEMLvLPFo3cViFnlioapPmV2dTqcVgPe+F5FP2fVXo2Ys5lyaqj6VduVl5vyYl7DZbOZKbadli83VY+5V1V1K6W69Xh9MHjRN04UQalX9JiKrPF5EbkZld8xrqWdQL1bKtMMAe++9K834yjCIi0nQXGKOF8u9GNo5srdI3NiAc/vN4Rhm6Rr2Ock/N8oRY3QppRaoR8GaTPqiKB7mfmx/AKvfuUADXNmcAAAAAElFTkSuQmCC)](https://reddit.com/r/cosmosnetwork)[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAAZtJREFUOI2dlMFxm0AUhr+3Al1DOnAHViowriC+CEankA6cClxCVAK+ag/IFQh1gCuI3EF01Ur7ctCSIGAcJf8MM/CG/3vLvn8RRmStTVX1CzALF0ADNCLyPJ/P675Hug+r1WoGfAfSsQYd1cC3LMuaAShANkDyF0irn8B9C5P/hAxgJhSW/wJR1ddwm3DeCiRs7OYK/5uILI/H4zqKopuuR0Tujfe+eMe8V9Vn4FMcxzPv/W6xWOz4M0kAvPeF6ReDXoCvWZYleZ4XIpI458rpdFoH44VHRG4jEbntAk6n02PoSlVVyeFwePLef8zz/KHzXr/5LOoV7iaTyZO1dq2qb865DfCS5/nF5/eaA2A6E4DzFApVXavqjaoOINbatA9R1VfDOfoDiUgqIsuqqpKqqn5Hw3s/AAGNMcaUYyBV/RzH8c45t3HO/WhXIiKD4RhjyjbZNXA3BuypBB64DO82y7K0TfYjsL8CVPQg++AdHNoa+HAFsIWk7aFtV0QopMD2Csi2C7lYUVfW2jQcnVmbmRCTxhhTjv3YfgHokrzWdSYGuwAAAABJRU5ErkJggg==)](https://t.me/cosmosproject)[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAQCAYAAAAbBi9cAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAANNJREFUOI3N081twzAMhuGXlAfICBohncBbCNCp6QbdIB4lPQnwFp6gK6gbNHeb7KE/yMF11frS7yiSDwgJgv8WASilxK7r7t09ArFxtopInef5KedcpZQSQwjPwOGPy7wuy3KnqjrsQAAOIYRHFZG4A/nMUYH+m+IEPAAvDVCvW9WU0iWlFFvATeg3YBN0G3f3tfOuZXgcx5O7n4EoIqs9m1ALcAtNrL9cD/Q/AR+Z1N1rS+dW3L2qmQ3AdYdzNbPh69Oq6on3u4itWwDVzC455/oGtQxP/MiupRUAAAAASUVORK5CYII=)](https://www.youtube.com/c/CosmosProject)**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEwAACxMBCDTrAQAAAQRJREFUKJGNkqFWw0AQRe/kVKyMjCOOOpB1wSGRyH4K38AnIJGVOHBB4lKXusjIuIfI7GG70IQ9J2bPu5M7M2tkR1IJ3AA18GlmXZ6JZ5NAAWiAHdA7fLgEnsHAIxCAZ//zZGbjKizp3sEXM5tcfVgCAQoP7oBXM5vWgDPYFbtM8QRs/wPXfyh2QClpsUAc2Cm99L4PwIMk8nV5q1WEK+b1pAU6SXiBxm1idgv0G+AIXANtruUFeg9f+fUAlECPpCDpSVK11F+q7Pmy8PW8u15YAQPzY2rNbCxc7wMYgf0lAx/SHhjM7A3AskAD3DEPL341P0NqI/gLTtRumYcYTw985W/9G1BzeI02uDfGAAAAAElFTkSuQmCC)

Dark mode

† This website is maintained by the Interchain Foundation (ICF). The contents and opinions of this website are those of the ICF. The ICF provides links to cryptocurrency exchanges as a service to the public. The ICF does not warrant that the information provided by these websites is correct, complete, and up-to-date. The ICF is not responsible for their content and expressly rejects any liability for damages of any kind resulting from the use, reference to, or reliance on any information contained within these websites.
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